Java String

In [Java](https://www.javatpoint.com/java-tutorial), string is basically an object that represents sequence of char values. An [array](https://www.javatpoint.com/array-in-java) of characters works same as Java string. For example:

**char**[] ch={'j','a','v','a','t','p','o','i','n','t'};

String s=**new** String(ch);

is same as:

String s="javatpoint";

**Java String** class provides a lot of methods to perform operations on strings such as compare(), concat(), equals(), split(), length(), replace(), compareTo(), intern(), substring() etc.

The java.lang.String class implements *Serializable*, *Comparable* and *CharSequence* [interfaces](https://www.javatpoint.com/interface-in-java).
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CharSequence Interface

The CharSequence interface is used to represent the sequence of characters. String, [StringBuffer](https://www.javatpoint.com/StringBuffer-class) and [StringBuilder](https://www.javatpoint.com/StringBuilder-class) classes implement it. It means, we can create strings in Java by using these three classes.
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The Java String is immutable which means it cannot be changed. Whenever we change any string, a new instance is created. For mutable strings, you can use StringBuffer and StringBuilder classes.

We will discuss immutable string later. Let's first understand what String in Java is and how to create the String object.

What is String in Java?

Generally, String is a sequence of characters. But in Java, string is an object that represents a sequence of characters. The java.lang.String class is used to create a string object.

How to create a string object?

There are two ways to create String object:

1. By string literal
2. By new keyword

1) String Literal

Java String literal is created by using double quotes. For Example:

1. String s="welcome";

Each time you create a string literal, the JVM checks the "string constant pool" first. If the string already exists in the pool, a reference to the pooled instance is returned. If the string doesn't exist in the pool, a new string instance is created and placed in the pool. For example:

1. String s1="Welcome";
2. String s2="Welcome";//It doesn't create a new instance

![Java String](data:image/png;base64,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)

In the above example, only one object will be created. Firstly, JVM will not find any string object with the value "Welcome" in string constant pool that is why it will create a new object. After that it will find the string with the value "Welcome" in the pool, it will not create a new object but will return the reference to the same instance.

Note: String objects are stored in a special memory area known as the "string constant pool".

Why Java uses the concept of String literal?

To make Java more memory efficient (because no new objects are created if it exists already in the string constant pool).

2) By new keyword

1. String s=**new** String("Welcome");//creates two objects and one reference variable

In such case, [JVM](https://www.javatpoint.com/jvm-java-virtual-machine) will create a new string object in normal (non-pool) heap memory, and the literal "Welcome" will be placed in the string constant pool. The variable s will refer to the object in a heap (non-pool).

Java String Example

**StringExample.java**

**public** **class** StringExample{

**public** **static** **void** main(String args[]){

String s1="java";//creating string by Java string literal

**char** ch[]={'s','t','r','i','n','g','s'};

String s2=**new** String(ch);//converting char array to string

String s3=**new** String("example");//creating Java string by new keyword

System.out.println(s1);

System.out.println(s2);

System.out.println(s3);

}}

**Output:**

java

strings

example

The above code, converts a ***char*** array into a **String** object. And displays the String objects ***s1, s2***, and ***s3*** on console using ***println()*** method.

String methods

charAt(int index) method

The charAt(int index) method of Java **StringBuffer** returns the char value of the current sequence at the specified index. The first character starts at index 0, second at index 1, and so on. The index argument of the character sequence must be equal to or greater than 0 and less than the length of the current sequence.

Syntax:

**public** **char** charAt(**int** index)

Parameter:

|  |  |  |
| --- | --- | --- |
| **DataType** | **Parameter** | **Description** |
| Int | index | It is an index of specific character value. |

Returns:

The charAt(int index) method returns the character at a given index of string buffer.

Example 1

**public** **class** StringBufferCharAtExample1 {

**public** **static** **void** main(String[] args) {

        StringBuffer sb = **new** StringBuffer("stringbuffer");

        System.out.println("string: "+sb);

        // printing character at index value 2

        System.out.println("character at index 2: "+sb.charAt(2));

    }  }

**Output:**

string: stringbuffer

character at index 2: r

Example 2

When providing the index value as negative in charAt(int) throw an exception.

**public** **class** StringBufferCharAtExample2 {

**public** **static** **void** main(String[] args) {

        StringBuffer sb = **new** StringBuffer("stringbuffer");

        System.out.println("string: "+sb);

        // try to print character at index value negative

        System.out.println("character at index -1: "+sb.charAt(-1));

    }

}

**Output:**

Exception in thread "main" java.lang.StringIndexOutOfBoundsException: String index out of range: -1

at java.lang.StringBuffer.charAt(Unknown Source)

at StringBufferCharAtExample2.main(StringBufferCharAtExample2.java:6)

string: stringbuffer

Example 3

When providing the index value as greater than the length of string throws an exception.

**public** **class** StringBufferCharAtExample3 {

**public** **static** **void** main(String[] args) {

        StringBuffer sb = **new** StringBuffer("stringbuffer");

        System.out.println("string: "+sb);

        // try to print character at index value at size length

        System.out.println("character at index equal to length: "+sb.charAt(sb.length()));

    }

}

**Output:**

Exception in thread "main" java.lang.StringIndexOutOfBoundsException: String index out of range: 12

at java.lang.StringBuffer.charAt(Unknown Source)

at StringBufferCharAtExample3.main(StringBufferCharAtExample3.java:6)

string: stringbuffer

Example 4

In this example, we are providing string and index input from user.

**import** java.util.Scanner;

**public** **class** StringBufferCharAtExample4 {

**public** **static** **void** main(String[] args) {

       StringBuffer sb = **new** StringBuffer("");          System.out.print("enter your string value: ");

       Scanner sc = **new** Scanner(System.in);

       sb.append(sc.nextLine());

       System.out.print("enter index value: ");

**int** index = sc.nextInt();

        // printing the character at input index

        System.out.println("character at index "+index+ ": "+sb.charAt(index));

        sc.close();

    }

}

**Output:**

enter your string value: hello

enter index value: 0

character at index 0: h

String Concatenation in Java

In Java, String concatenation forms a new String that is the combination of multiple strings. There are two ways to concatenate strings in Java:

1. By + (String concatenation) operator
2. By concat() method
3. By + (String concatenation) operator

Java String concatenation operator (+) is used to add strings. For Example:

**TestStringConcatenation1.java**

**class** TestStringConcatenation1{

**public** **static** **void** main(String args[]){

   String s="Sachin"+" Tendulkar";

   System.out.println(s);//Sachin Tendulkar

 }

}

**Output:**

Sachin Tendulkar

The **Java compiler transforms** above code to this:

1. String s=(**new** StringBuilder()).append("Sachin").append(" Tendulkar).toString();

In Java, String concatenation is implemented through the StringBuilder (or StringBuffer) class and it's append method. String concatenation operator produces a new String by appending the second operand onto the end of the first operand. The String concatenation operator can concatenate not only String but primitive values also. For Example:

**TestStringConcatenation2.java**

**class** TestStringConcatenation2{

**public** **static** **void** main(String args[]){

   String s=50+30+"Sachin"+40+40;

   System.out.println(s);//80Sachin4040

 }

}

**Output:**

80Sachin4040

Note: After a string literal, all the + will be treated as string concatenation operator.

2) String Concatenation by concat() method

The String concat() method concatenates the specified string to the end of current string. Syntax:

**public** String concat(String another)

**TestStringConcatenation3.java**

**class** TestStringConcatenation3{

**public** **static** **void** main(String args[]){

   String s1="Sachin ";

   String s2="Tendulkar";

   String s3=s1.concat(s2);

   System.out.println(s3);//Sachin Tendulkar

  }

}

**Output:**

Sachin Tendulkar

The above Java program, concatenates two String objects ***s1*** and ***s2*** using ***concat()*** method and stores the result into ***s3*** object.

There are some other possible ways to concatenate Strings in Java,

1. StringBuilder class

StringBuilder is class provides append() method to perform concatenation operation. The append() method accepts arguments of different types like Objects, StringBuilder, int, char, CharSequence, boolean, float, double. StringBuilder is the most popular and fastet way to concatenate strings in Java. It is mutable class which means values stored in StringBuilder objects can be updated or changed.

**StrBuilder.java**

**public** **class** StrBuilder

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        StringBuilder s1 = **new** StringBuilder("Hello");    //String 1

        StringBuilder s2 = **new** StringBuilder(" World");    //String 2

        StringBuilder s = s1.append(s2);   //String 3 to store the result

            System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello World

In the above code snippet, **s1, s2** and **s** are declared as objects of **StringBuilder** class. **s** stores the result of concatenation of **s1** and **s2** using **append**() method.

2. String concatenation using format() method

String.format() method allows to concatenate multiple strings using format specifier like %s followed by the string values or objects.

**StrFormat.java**

**public** **class** StrFormat

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        String s1 = **new** String("Hello");    //String 1

        String s2 = **new** String(" World");    //String 2

        String s = String.format("%s%s",s1,s2);   //String 3 to store the result

            System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello World

Here, the String objects **s** is assigned the concatenated result of Strings **s1** and **s2** using **String.format()** method. format() accepts parameters as format specifier followed by String objects or values.

3. String.join() method (Java Version 8+)

The String.join() method is available in Java version 8 and all the above versions. String.join() method accepts arguments first a separator and an array of String objects.

**StrJoin.java:**

**public** **class** StrJoin

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        String s1 = **new** String("Hello");    //String 1

        String s2 = **new** String(" World");    //String 2

        String s = String.join("",s1,s2);   //String 3 to store the result

            System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello World

In the above code snippet, the String object **s** stores the result of **String.join("",s1,s2)** method. A separator is specified inside quotation marks followed by the String objects or array of String objects.

4. StringJoiner class (Java Version 8+)

StringJoiner class has all the functionalities of String.join() method. In advance its constructor can also accept optional arguments, prefix and suffix.

**StrJoiner.java**

**public** **class** StrJoiner

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

        StringJoiner s = **new** StringJoiner(", ");   //StringeJoiner object

        s.add("Hello");    //String 1

        s.add("World");    //String 2

        System.out.println(s.toString());  //Displays result

    }

}

**Output:**

Hello, World

In the above code snippet, the StringJoiner object **s** is declared and the constructor StringJoiner() accepts a separator value. A separator is specified inside quotation marks. The add() method appends Strings passed as arguments.

5. Collectors.joining() method (Java (Java Version 8+)

The Collectors class in Java 8 offers joining() method that concatenates the input elements in a similar order as they occur.

**ColJoining.java**

**import** java.util.\*;

**import** java.util.stream.Collectors;

**public** **class** ColJoining

{

    /\* Driver Code \*/

**public** **static** **void** main(String args[])

    {

    List<String> liststr = Arrays.asList("abc", "pqr", "xyz"); //List of String array

    String str = liststr.stream().collect(Collectors.joining(", ")); //performs joining operation

    System.out.println(str.toString());  //Displays result

    }

}

**Output:**

abc, pqr, xyz

Here, a list of String array is declared. And a String object **str** stores the result of **Collectors.joining()** method.

Java String equals()

The **Java String class equals()** method compares the two given strings based on the content of the string. If any character is not matched, it returns false. If all characters are matched, it returns true.

The String equals() method overrides the equals() method of the Object class.

Signature

publicboolean equals(Object anotherObject)

Parameter

**anotherObject** : another object, i.e., compared with this string.

Returns

**true** if characters of both strings are equal otherwise **false**.

Internal implementation

**public** **boolean** equals(Object anObject) {

**if** (**this** == anObject) {

**return** **true**;

      }

**if** (anObject **instanceof** String) {

          String anotherString = (String) anObject;

**int** n = value.length;

**if** (n == anotherString.value.length) {

**char** v1[] = value;

**char** v2[] = anotherString.value;

**int** i = 0;

**while** (n-- != 0) {

**if** (v1[i] != v2[i])

**return** **false**;

                  i++;

              }

**return** **true**;

          }

      }

**return** **false**;

  }

equals() Method Example

**FileName:** EqualsExample.java

**public** **class** EqualsExample{

**public** **static** **void** main(String args[]){

String s1="javatpoint";

String s2="javatpoint";

String s3="JAVATPOINT";

String s4="python";

System.out.println(s1.equals(s2));//true because content and case is same

System.out.println(s1.equals(s3));//false because case is not same

System.out.println(s1.equals(s4));//false because content is not same

}}  **[Test it Now](https://www.javatpoint.com/opr/test.jsp?filename=EqualsExample" \t "_blank)**

**Output:**

true

false

false

equals() Method Example 2

The equals() method compares two strings and can be used in if-else control structure.

**FileName:** EqualsExample2.java

**public** **class** EqualsExample2 {

**public** **static** **void** main(String[] args) {

        String s1 = "javatpoint";

        String s2 = "javatpoint";

        String s3 = "Javatpoint";

        System.out.println(s1.equals(s2)); // True because content is same

**if** (s1.equals(s3)) {

            System.out.println("both strings are equal");

        }**else** System.out.println("both strings are unequal");

    }

}

**Output:**

true

both strings are unequal

Java String equals() Method Example 3

**FileName:** EqualsExample3.java

**import** java.util.ArrayList;

**public** **class** EqualsExample3 {

**public** **static** **void** main(String[] args) {

        String str1 = "Mukesh";

        ArrayList<String> list = **new** ArrayList<>();

        list.add("Ravi");

        list.add("Mukesh");

        list.add("Ramesh");

        list.add("Ajay");

**for** (String str : list) {

**if** (str.equals(str1)) {

                System.out.println("Mukesh is present");

            }

        }

    }

}

**Output:**

Mukesh is present

AD

equals() Method Example 4

The internal implementation of the equals() method shows that one can pass the reference of any object in the parameter of the method. The following example shows the same.

**FileName:** EqualsExample4.java

**public** **class** EqualsExample4

{

// main method

**public** **static** **void** main(String argvs[])

{

// Strings

String str = "a";

String str1 = "123";

String str2 = "45.89";

String str3 = "false";

Character c = **new** Character('a');

Integer i = **new** Integer(123);

Float f = **new** Float(45.89);

Boolean b = **new** Boolean(**false**);

// reference of the Character object is passed

System.out.println(str.equals(c));

// reference of the Integer object is passed

System.out.println(str1.equals(i));

// reference of the Float object is passed

System.out.println(str2.equals(f));

// reference of the Boolean object is passed

System.out.println(str3.equals(b));

// the above print statements show a false value because

// we are comparing a String with different data types

// To achieve the true value, we have to convert

// the different data types into the string using the toString() method

System.out.println(str.equals(c.toString()));

System.out.println(str1.equals(i.toString()));

System.out.println(str2.equals(f.toString()));

System.out.println(str3.equals(b.toString()));

}

}

**Output:**

false

false

false

false

true

true

true

true

indexOf() Method

The indexOf() method of List interface returns the index of the first occurrence of the specified element in this list. It returns -1 if the specified element is not present in this list.

Syntax

**public** **int** indexOf(Object o)

Parameters

The parameter 'o' represents the element to be searched.

Throws:

**ClassCastException**- If the type of the specified element is not compatible with this list.

**NullPointerException**- If the specified element is null and this list does not allow null elements.

Return

The indexOf() method returns the index of the first occurrence of the specified element if it is present in this list, else it returns -1.

Example 1

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIndexOfExample1 {

**public** **static** **void** main(String[] args) {

        List<Integer> list= **new** LinkedList<>();

**for** (**int** i=0;i<6;i++){

list.add(i);

// returns the element at the specified position in this list

**int** value =list.indexOf(i);

System.out.println("Element stored at index "+i+" : "+value);

        }

    }

}

**Output:**

Element stored at index 0 : 0

Element stored at index 1 : 1

Element stored at index 2 : 2

Element stored at index 3 : 3

Element stored at index 4 : 4

Element stored at index 5 : 5

Example 2

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIndexOfExample2 {

**public** **static** **void** main(String[] args) {

        List<Integer> list= **new** LinkedList<>();

list.add(**null**);

list.add(**null**);

list.add(**null**);

// returns -1 if the no value is present in the specified index

**int** value =list.indexOf(90);

System.out.println("Element stored at Index "+90+" : "+value);

    }

}

**Output:**

Element stored at Index 90 : -1

Example 3

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIndexOfExample3 {

**public** **static** **void** main(String[] args) {

        List<Integer> list= **new** LinkedList<>();

list.add(67);

list.add(89);

// returns -1 if the no value is present in the specified index

**int** value =list.indexOf(**null**);

System.out.println("Element stored at "+**null**+" : "+value);

    }

}

**Output:**

Element stored at null : -1

isEmpty() Method

The **isEmpty()** method of List interface returns a Boolean value 'true' if this list contains no elements.

Syntax

**public** **boolean** isEmpty()

Specified By

isEmpty in interface Collection<E>

Return

The isEmpty () method returns the Boolean value 'true' if this list contains no elements, else it returns false.

Example 1

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIsEmptyExample1 {

**public** **static** **void** main(String[] args) {

        List<Character> list = **new** LinkedList<Character>();

//this methods checks whether the invoked list is empty or not

Boolean bool = list.isEmpty();

**if**(bool){

System.out.println("Enter elements in this list as it is empty.");

        }

**else**{

System.out.println("Elements are already present in this list.\nList : "+list);

        }

    }

}

**Output:**

Enter elements as this list is empty.

Example 2

**import** java.util.LinkedList;

**import** java.util.List;

**public** **class** JavaListIsEmptyExample2 {

**public** **static** **void** main(String[] args) {

        List<Character> list = **new** LinkedList<Character>();

list.add(**null**);

//this methods checks whether the invoked list is empty or not

Boolean bool = list.isEmpty();

//even if there are null elements it will return false

**if**(bool){

System.out.println("Enter elements in this list as it is empty.");

        }

**else**{

System.out.println("Elements are already present in this list.\nList : "+list);

        }

    }

}

**Output:**

Elements are already present in this list.

List : [null]

join()

The **Java String class join()** method returns a string joined with a given delimiter. In the String join() method, the delimiter is copied for each element. The join() method is included in the Java string since JDK 1.8.

There are two types of join() methods in the Java String class.

Signature

The signature or syntax of the join() method is given below:

**public** **static** String join(CharSequence delimiter, CharSequence... elements)

and

**public** **static** String join(CharSequence delimiter, Iterable<? **extends** CharSequence> elements)

Parameters

**delimiter** : char value to be added with each element

**elements** : char value to be attached with delimiter

Returns

joined string with delimiter

Exception Throws

**NullPointerException** if element or delimiter is null.

Internal Implementation

// type - 1

**public** **static** String join(CharSequence delimiter, CharSequence... elements)

{

        Objects.requireNonNull(elements);

        Objects.requireNonNull(delimiter);

        StringJoiner jnr = **new** StringJoiner(delimiter);

**for** (CharSequence c: elements)

        {

            jnr.add(c);

        }

**return** jnr.toString();

}

// type - 2

**public** **static** String join(CharSequence delimiter, CharSequence... elements)

{

        Objects.requireNonNull(elements);

        Objects.requireNonNull(delimiter);

        StringJoiner jnr = **new** StringJoiner(delimiter);

**for** (CharSequence c: elements)

        {

            jnr.add(c);

        }

**return** jnr.toString();

}

**public** **static** String join(CharSequence delimiter, Iterable<? **extends** CharSequence> elements)

{

        Objects.requireNonNull(elements);

        Objects.requireNonNull(delimiter);

        StringJoiner jnr = **new** StringJoiner(delimiter);

**for** (CharSequence c: elements)

        {

            joiner.add(c);

        }

**return** jnr.toString();

    }

Java String join() Method Example

**FileName:** StringJoinExample.java

**public** **class** StringJoinExample{

**public** **static** **void** main(String args[]){

String joinString1=String.join("-","welcome","to","javatpoint");

System.out.println(joinString1);

}}

**Output:**

welcome-to-javatpoint

Java String join() Method Example 2

**FileName:** StringJoinExample2.java

**public** **class** StringJoinExample2 {

**public** **static** **void** main(String[] args) {

        String date = String.join("/","25","06","2018");

        System.out.print(date);

        String time = String.join(":", "12","10","10");

        System.out.println(" "+time);

    }

}

**Output:**

25/06/2018 12:10:10

Java String join() Method Example 3

In the case of using null as a delimiter, we get the null pointer exception. The following example confirms the same.

**FileName:** StringJoinExample3.java

**public** **class** StringJoinExample3

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = **null**;

str = String.join(**null**, "abc", "bcd", "apple");

System.out.println(str);

}

}

**Output:**

Exception in thread "main" java.lang.NullPointerException

at java.base/java.util.Objects.requireNonNull(Objects.java:221)

at java.base/java.lang.String.join(String.java:2393)

at StringJoinExample3.main(StringJoinExample3.java:7)

However, if the elements that have to be attached with the delimiter are *null* then, we get the ambiguity. It is because there are two join() methods, and *null* is acceptable for both types of the join() method. Observe the following example.

**FileName:** StringJoinExample4.java

**public** **class** StringJoinExample4

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = **null**;

str = String.join("India", **null**);

System.out.println(str);

}

}

**Output:**

/StringJoinExample4.java:7: error: reference to join is ambiguous

str = String.join("India", null);

^

both method join(CharSequence,CharSequence...) in String and method join(CharSequence,Iterable<? extends CharSequence>) in String match

/StringJoinExample4.java:7: warning: non-varargs call of varargs method with inexact argument type for last parameter;

str = String.join("India", null);

^

cast to CharSequence for a varargs call

cast to CharSequence[] for a non-varargs call and to suppress this warning

1 error

1 warning

AD

Java String join() Method Example 4

If the elements that have to be attached with the delimiter have some strings, in which a few of them are null, then the null elements are treated as a normal string, and we do not get any exception or error. Let's understand it through an example.

**FileName:** StringJoinExample5.java

**public** **class** StringJoinExample5

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = **null**;

// one of the element is null however it will be treated as normal string

str = String.join("-", **null**, " wake up ", " eat ", " write content for JTP ", " eat ", " sleep ");

System.out.println(str);

}

}

**Output:**

null- wake up - eat - write content for JTP - eat - sleep

lastIndexOf() Method

The **lastIndexOf()** Java Vector class method is used to get the index of the last occurrence of the specified element in the vector. There are two different types of Java lastIndexOf() method which can be differentiated depending on its parameter. These are:

Java Vector lastIndexOf(Object o) Method

Java Vector lastIndexOf(Object o, int index) Method

lastIndexOf(Object o) Method:

It returns the index of the last occurrence of the specified element in this vector. If the element is not found, it returns -1.

lastIndexOf(Object o, int index> c) Method:

This method is used to get the index of the last occurrence of the specified element in this vector. It starts searching for an element in the backward direction from the specified index. If the element is not found, it returns -1.

Syntax

Following is the declaration of **lastIndexOf()** method:

**public** **int** lastIndexOf(Object obj)

**public** **int** lastIndexOf(Object obj, **int** index)

AD

Parameter

|  |  |  |
| --- | --- | --- |
| **Parameter** | **Description** | **Required/Optional** |
| index | It is an index where to start searching for an element in the backward direction. | Required |
| obj | It is an element to search for. | Required |

Return

The **lastIndexOf()** method returns the index of the last occurrence of the specified element in this vector or returns -1 if the vector does not contain the element.

Exceptions

**IndexOutOfBoundsException**- This method has thrown an exception if the index of an array is out of range i.e. (index >= size()).

Example 1

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample1 {

**public** **static** **void** main(String arg[]) {

        //Create an empty Vector

        Vector < Integer > in = **new** Vector < > ();

        //Add elements in the vector

        in.add(100);

        in.add(200);

        in.add(300);

        in.add(100);

        in.add(400);

            //Obtain an index of last occurrence of the specified element

        System.out.println("Index of element is: " +in.lastIndexOf(100));

          }

}

**Output:**

Index of element is: 3

Example 2

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample2 {

**public** **static** **void** main(String arg[]) {

        //Create an empty vector

          Vector<String> vec = **new** Vector<>(4);

          //Add elements in the vector

          vec.add("Java");

          vec.add("JavaScript");

          vec.add("Android");

          vec.add("Python");

            //Obtain an index of the last occurrence of the specified element

        System.out.println("Index of element is: " +vec.lastIndexOf("C"));

        System.out.println("The element is not found.");

          }

}

**Output:**

Index of element is: -1

The element is not found.

Example 3

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample3 {

**public** **static** **void** main(String arg[]) {

        //Create a first empty vector

          Vector<String> vec = **new** Vector<>(4);

          //Add elements in the first vector

          vec.add("Facebook");

          vec.add("Whatsapp");

          vec.add("Twitter");

          vec.add("Instagram");

          vec.add("Skype");

            //This would start searching of element in the backward direction from index -2

        System.out.println("Index of element is found at: " +vec.lastIndexOf("Skype", 6));

    }

}

**Output:**

Exception in thread "main" java.lang.IndexOutOfBoundsException: 6 >= 5

at java.base/java.util.Vector.lastIndexOf(Vector.java:469)

at myPackage.VectorLastIndexOfExample3.main(VectorLastIndexOfExample3.java:14)

Example 4

**import** java.util.\*;

**public** **class** VectorLastIndexOfExample4 {

**public** **static** **void** main(String arg[]) {

        //Create an empty Vector

        Vector < Integer > in = **new** Vector < > ();

        //Add elements in the vector

        in.add(101);

        in.add(201);

        in.add(301);

        in.add(401);

        in.add(501);

            //This would start searching of element in the backward direction from index 3

       System.out.println("Index of element is found at: " +in.lastIndexOf(201, 3));

    }

}

**Output:**

Index of element is found at: 1

length()

The **Java String class length()** method finds the length of a string. The length of the Java string is the same as the Unicode code units of the string.

Signature

The signature of the string length() method is given below:

**public** **int** length()

Specified by

CharSequence interface

Returns

Length of characters. In other words, the total number of characters present in the string.

Internal implementation

**public** **int** length() {

**return** value.length;

  }

The String class internally uses a char[] array to store the characters. The length variable of the array is used to find the total number of elements present in the array. Since the Java String class uses this char[] array internally; therefore, the length variable can not be exposed to the outside world. Hence, the Java developers created the length() method, the exposes the value of the length variable. One can also think of the length() method as the getter() method, that provides a value of the class field to the user. The internal implementation clearly depicts that the length() method returns the value of then the length variable.

Java String length() method example

**FileName:** LengthExample.java

**public** **class** LengthExample{

**public** **static** **void** main(String args[]){

String s1="javatpoint";

String s2="python";

System.out.println("string length is: "+s1.length());//10 is the length of javatpoint string

System.out.println("string length is: "+s2.length());//6 is the length of python string

}}

**Output:**

string length is: 10

string length is: 6

Java String length() Method Example 2

Since the length() method gives the total number of characters present in the string; therefore, one can also check whether the given string is empty or not.

**FileName:** LengthExample2.java

**public** **class** LengthExample2 {

**public** **static** **void** main(String[] args) {

        String str = "Javatpoint";

**if**(str.length()>0) {

            System.out.println("String is not empty and length is: "+str.length());

        }

        str = "";

**if**(str.length()==0) {

            System.out.println("String is empty now: "+str.length());

        }

    }

}

**Output:**

String is not empty and length is: 10

String is empty now: 0

Java String length() Method Example 3

The length() method is also used to reverse the string.

**FileName:** LengthExample3.java

**class** LengthExample3

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = "Welcome To JavaTpoint";

**int** size = str.length();

System.out.println("Reverse of the string: " + "'" + str + "'" + " is");

**for**(**int** i = 0; i < size; i++)

{

// printing in reverse order

System.out.print(str.charAt(str.length() - i - 1));

}

}

}

**Output:**

Reverse of the string: 'Welcome To JavaTpoint' is

tniopTavaJ oT emocleW

AD

Java String length() Method Example 4

The length() method can also be used to find only the white spaces present in the string. Observe the following example.

**FileName:** LengthExample4.java

**public** **class** LengthExample4

{

// main method

**public** **static** **void** main(String argvs[])

{

String str = " Welcome To JavaTpoint ";

**int** sizeWithWhiteSpaces = str.length();

System.out.println("In the string: " + "'" + str + "'");

str = str.replace(" ", "");

**int** sizeWithoutWhiteSpaces = str.length();

// calculating the white spaces

**int** noOfWhieSpaces = sizeWithWhiteSpaces - sizeWithoutWhiteSpaces;

System.out.print("Total number of whitespaces present are: " + noOfWhieSpaces);

}

}

**Output:**

In the string: ' Welcome To JavaTpoint '

Total number of whitespaces present are: 4

substring()

The **Java String class substring()** method returns a part of the string.

We pass beginIndex and endIndex number position in the Java substring method where beginIndex is inclusive, and endIndex is exclusive. In other words, the beginIndex starts from 0, whereas the endIndex starts from 1.

There are two types of substring methods in Java string.

Signature

1. **public** String substring(**int** startIndex)  // type - 1
2. and
3. **public** String substring(**int** startIndex, **int** endIndex)  // type - 2

If we don't specify endIndex, the method will return all the characters from startIndex.

Parameters

**startIndex** : starting index is inclusive

**endIndex** : ending index is exclusive

Returns

specified string

Exception Throws

**StringIndexOutOfBoundsException** is thrown when any one of the following conditions is met.

* if the start index is negative value
* end index is lower than starting index.
* Either starting or ending index is greater than the total number of characters present in the string.

Internal implementation substring(int beginIndex)

1. **public** String substring(**int** beginIndex) {
2. **if** (beginIndex < 0) {
3. **throw** **new** StringIndexOutOfBoundsException(beginIndex);
4. }
5. **int** subLen = value.length - beginIndex;
6. **if** (subLen < 0) {
7. **throw** **new** StringIndexOutOfBoundsException(subLen);
8. }
9. **return** (beginIndex == 0) ? **this** : **new** String(value, beginIndex, subLen);
10. }

Internal implementation substring(int beginIndex, int endIndex)

1. **public** String substring(**int** beginIndex, **int** endIndex)
2. {
3. **if** (beginIndex < 0)
4. {
5. **throw** **new** StringIndexOutOfBoundsException(beginIndex);
6. }
7. **if** (endIndex > value.length)
8. {
9. **throw** **new** StringIndexOutOfBoundsException(endIndex);
10. }
11. **int** subLen = endIndex - beginIndex;
12. **if** (subLen < 0)
13. {
14. **throw** **new** StringIndexOutOfBoundsException(subLen);
15. }
16. **return** ((beginIndex == 0) && (endIndex == value.length)) ? **this** : **new** String(value, beginIndex, subLen);
17. }

Java String substring() method example

**FileName:** SubstringExample.java

1. **public** **class** SubstringExample{
2. **public** **static** **void** main(String args[]){
3. String s1="javatpoint";
4. System.out.println(s1.substring(2,4));//returns va
5. System.out.println(s1.substring(2));//returns vatpoint
6. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=SubstringExample)

**Output:**

va

vatpoint

Java String substring() Method Example 2

**FileName:** SubstringExample2.java

1. **public** **class** SubstringExample2 {
2. **public** **static** **void** main(String[] args) {
3. String s1="Javatpoint";
4. String substr = s1.substring(0); // Starts with 0 and goes to end
5. System.out.println(substr);
6. String substr2 = s1.substring(5,10); // Starts from 5 and goes to 10
7. System.out.println(substr2);
8. String substr3 = s1.substring(5,15); // Returns Exception
9. }
10. }

**Output:**

Javatpoint

point

Exception in thread "main" java.lang.StringIndexOutOfBoundsException: begin 5, end 15, length 10

Applications of substring() Method

1) The substring() method can be used to do some prefix or suffix extraction. For example, we can have a list of names, and it is required to filter out names with surname as "singh". The following program shows the same.

**FileName:** SubstringExample3.java

1. **public** **class** SubstringExample3
2. {
3. // main method
4. **public** **static** **void** main(String argvs[])
5. {
6. String str[] =
7. {
8. "Praveen Kumar",
9. "Yuvraj Singh",
10. "Harbhajan Singh",
11. "Gurjit Singh",
12. "Virat Kohli",
13. "Rohit Sharma",
14. "Sandeep Singh",
15. "Milkha Singh"
16. };
18. String surName = "Singh";
19. **int** surNameSize = surName.length();
21. **int** size = str.length;
23. **for**(**int** j = 0; j < size; j++)
24. {
25. **int** length = str[j].length();
26. // extracting the surname
27. String subStr = str[j].substring(length - surNameSize);
29. // checks whether the surname is equal to "Singh" or not
30. **if**(subStr.equals(surName))
31. {
32. System.out.println(str[j]);
33. }
34. }
36. }
37. }

**Output:**

Yuvraj Singh

Harbhajan Singh

Gurjit Singh

Sandeep Singh

Milkha Singh

2) The substring() method can also be used to check whether a string is a palindrome or not.

**FileName:** SubstringExample4.java

1. **public** **class** SubstringExample4
2. {
3. **public** **boolean** isPalindrome(String str)
4. {
5. **int** size = str.length();
7. // handling the base case
8. **if**(size == 0 || size == 1)
9. {
10. // an empty string
11. // or a string of only one character
12. // is always a palindrome
13. **return** **true**;
14. }
15. String f = str.substring(0, 1);
16. String l = str.substring(size - 1);
17. // comparing first and the last character of the string
18. **if**(l.equals(f))
19. {
20. // recursively finding the solution using the substring() method
21. // reducing the number of characters of the by 2 for the next recursion
22. **return** isPalindrome(str.substring(1, size - 1));
23. }
24. **return** **false**;
25. }
26. // main method
27. **public** **static** **void** main(String argvs[])
28. {
29. // instantiating the class SubstringExample4
30. SubstringExample4 obj = **new** SubstringExample4();
31. String str[] =
32. {
33. "madam",
34. "rock",
35. "eye",
36. "noon",
37. "kill"
38. };
39. **int** size = str.length;
41. **for**(**int** j = 0; j < size; j++)
42. {
43. **if**(obj.isPalindrome(str[j]))
44. {
45. System.out.println(str[j] + " is a palindrome.");
46. }
47. **else**
48. {
49. System.out.println(str[j] + " is not a palindrome.");
50. }
51. }
52. }
53. }

**Output:**

madam is a palindrome.

rock is not a palindrome.

eye is a palindrome.

noon is a palindrome.

kill is not a palindrome.

split()

The **java string split()** method splits this string against given regular expression and returns a char array.

Internal implementation

1. **public** String[] split(String regex, **int** limit) {
2. /\* fastpath if the regex is a
3. (1)one-char String and this character is not one of the
4. RegEx's meta characters ".$|()[{^?\*+\\", or
5. (2)two-char String and the first char is the backslash and
6. the second is not the ascii digit or ascii letter.
7. \*/
8. **char** ch = 0;
9. **if** (((regex.value.length == 1 &&
10. ".$|()[{^?\*+\\".indexOf(ch = regex.charAt(0)) == -1) ||
11. (regex.length() == 2 &&
12. regex.charAt(0) == '\\' &&
13. (((ch = regex.charAt(1))-'0')|('9'-ch)) < 0 &&
14. ((ch-'a')|('z'-ch)) < 0 &&
15. ((ch-'A')|('Z'-ch)) < 0)) &&
16. (ch < Character.MIN\_HIGH\_SURROGATE ||
17. ch > Character.MAX\_LOW\_SURROGATE))
18. {
19. **int** off = 0;
20. **int** next = 0;
21. **boolean** limited = limit > 0;
22. ArrayList<String> list = **new** ArrayList<>();
23. **while** ((next = indexOf(ch, off)) != -1) {
24. **if** (!limited || list.size() < limit - 1) {
25. list.add(substring(off, next));
26. off = next + 1;
27. } **else** {    // last one
28. //assert (list.size() == limit - 1);
29. list.add(substring(off, value.length));
30. off = value.length;
31. **break**;
32. }
33. }
34. // If no match was found, return this
35. **if** (off == 0)
36. **return** **new** String[]{**this**};
38. // Add remaining segment
39. **if** (!limited || list.size() < limit)
40. list.add(substring(off, value.length));
42. // Construct result
43. **int** resultSize = list.size();
44. **if** (limit == 0)
45. **while** (resultSize > 0 && list.get(resultSize - 1).length() == 0)
46. resultSize--;
47. String[] result = **new** String[resultSize];
48. **return** list.subList(0, resultSize).toArray(result);
49. }
50. **return** Pattern.compile(regex).split(**this**, limit);
51. }

Signature

There are two signature for split() method in java string.

1. **public** String split(String regex)
2. and,
3. **public** String split(String regex, **int** limit)

Parameter

**regex** : regular expression to be applied on string.

**limit** : limit for the number of strings in array. If it is zero, it will returns all the strings matching regex.

Returns

array of strings

Throws

**PatternSyntaxException** if pattern for regular expression is invalid

Since

1.4

Java String split() method example

The given example returns total number of words in a string excluding space only. It also includes special characters.

1. **public** **class** SplitExample{
2. **public** **static** **void** main(String args[]){
3. String s1="java string split method by javatpoint";
4. String[] words=s1.split("\\s");//splits the string based on whitespace
5. //using java foreach loop to print elements of string array
6. **for**(String w:words){
7. System.out.println(w);
8. }
9. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=SplitExample)

java

string

split

method

by

javatpoint

Java String split() method with regex and length example

1. **public** **class** SplitExample2{
2. **public** **static** **void** main(String args[]){
3. String s1="welcome to split world";
4. System.out.println("returning words:");
5. **for**(String w:s1.split("\\s",0)){
6. System.out.println(w);
7. }
8. System.out.println("returning words:");
9. **for**(String w:s1.split("\\s",1)){
10. System.out.println(w);
11. }
12. System.out.println("returning words:");
13. **for**(String w:s1.split("\\s",2)){
14. System.out.println(w);
15. }
17. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=SplitExample2)

returning words:

welcome

to

split

world

returning words:

welcome to split world

returning words:

welcome

to split world

Java String split() method with regex and length example 2

Here, we are passing split limit as a second argument to this function. This limits the number of splitted strings.

1. **public** **class** SplitExample3 {
2. **public** **static** **void** main(String[] args) {
3. String str = "Javatpointtt";
4. System.out.println("Returning words:");
5. String[] arr = str.split("t", 0);
6. **for** (String w : arr) {
7. System.out.println(w);
8. }
9. System.out.println("Split array length: "+arr.length);
10. }
11. }

Returning words:

Java

poin

Split array length: 2

# trim()

The **Java String class trim()** method eliminates leading and trailing spaces. The Unicode value of space character is '\u0020'. The trim() method in Java string checks this Unicode value before and after the string, if it exists then the method removes the spaces and returns the omitted string.

The string trim() method doesn't omit middle spaces.

Signature

The signature or syntax of the String class trim() method is given below:

1. **public** String trim()

Returns

string with omitted leading and trailing spaces

Internal implementation

1. **public** String trim() {
2. **int** len = value.length;
3. **int** st = 0;
4. **char**[] val = value;    /\* avoid getfield opcode \*/
6. **while** ((st < len) && (val[st] <= ' ')) {
7. st++;
8. }
9. **while** ((st < len) && (val[len - 1] <= ' ')) {
10. len--;
11. }
12. **return** ((st > 0) || (len < value.length)) ? substring(st, len) : **this**;
13. }

Java String trim() Method Example

**FileName:** StringTrimExample.java

1. **public** **class** StringTrimExample{
2. **public** **static** **void** main(String args[]){
3. String s1="  hello string   ";
4. System.out.println(s1+"javatpoint");//without trim()
5. System.out.println(s1.trim()+"javatpoint");//with trim()
6. }}

[**Test it Now**](https://www.javatpoint.com/opr/test.jsp?filename=StringTrimExample)

**Output**

hello string javatpoint

hello stringjavatpoint

Java String trim() Method Example 2

The example demonstrates the use of the trim() method. This method removes all the trailing spaces so the length of the string also reduces. Let's see an example.

**FileName:** StringTrimExample2.java

1. **public** **class** StringTrimExample2 {
2. **public** **static** **void** main(String[] args) {
3. String s1 ="  hello java string   ";
4. System.out.println(s1.length());
5. System.out.println(s1); //Without trim()
6. String tr = s1.trim();
7. System.out.println(tr.length());
8. System.out.println(tr); //With trim()
9. }
10. }

**Output**

22

hello java string

17

hello java string

Java String trim() Method Example 3

The trim() can be used to check whether the string only contains white spaces or not. The following example shows the same.

**FileName:** TrimExample3.java

1. **public** **class** TrimExample3
2. {
3. // main method
4. **public** **static** **void** main(String argvs[])
5. {
7. String str = " abc ";
9. **if**((str.trim()).length() > 0)
10. {
11. System.out.println("The string contains characters other than white spaces \n");
12. }
13. **else**
14. {
15. System.out.println("The string contains only white spaces \n");
16. }
18. str = "    ";
20. **if**((str.trim()).length() > 0)
21. {
22. System.out.println("The string contains characters other than white spaces \n");
23. }
24. **else**
25. {
26. System.out.println("The string contains only white spaces \n");
27. }
29. }
30. }

**Output**

The string contains characters other than white spaces

The string contains only white spaces

AD

Java String trim() Method Example 4

Since strings in Java are immutable; therefore, when the trim() method manipulates the string by trimming the whitespaces, it returns a new string. If the manipulation is not done by the trim() method, then the reference of the same string is returned. Observe the following example.

**FileName:** TrimExample4.java

1. **public** **class** TrimExample4
2. {
3. // main method
4. **public** **static** **void** main(String argvs[])
5. {
7. // the string contains white spaces
8. // therefore, trimming the spaces leads to the
9. // generation of new string
10. String str = " abc ";
12. // str1 stores a new string
13. String str1 = str.trim();
15. // the hashcode of str and str1 is different
16. System.out.println(str.hashCode());
17. System.out.println(str1.hashCode() + "\n");
19. // no white space present in the string s
20. // therefore, the reference of the s is returned
21. // when the trim() method is invoked
22. String s = "xyz";
23. String s1 = s.trim();
25. // the hashcode of s and s1 is the same
26. System.out.println(s.hashCode());
27. System.out.println(s1.hashCode());
29. }
30. }

**Output**

The string contains characters other than white spaces

The string contains only white spaces